Research Statement

My research falls into what I call the triangle of empirical software engineering. My first research projects focused on a specific observation I made while working as a software developer in industry: the widespread usage of informal diagrams without proper tool support. I empirically studied the problem [C1] and developed tool prototypes to address the identified issues [S2, S6]. I then moved towards interdisciplinary topics related to the legal implications of code plagiarism [J1] and knowledge transfer from psychology [C6]. While integrating an interdisciplinary perspective, the studied phenomena were always rooted in central software engineering problems and were thoroughly empirically studied before proposing solutions in form of tool prototypes or process adaptations.

The guiding theme of my research has always been the idea that thoroughly analyzing and understanding the state-of-practice is an essential first step towards improving how software is being developed. Too often, we still see decisions in software projects being rather based on opinions than being informed by empirical data. My industry experience – in the past as a student as well as recently after moving back from Australia to Germany – helps me to consider both the perspectives of researchers as well as practitioners. My research focuses on problems that I consider relevant for software developers in practice, but in addition to that I also put effort into communicating results back to practitioners by giving talks in user groups, companies, as well as other channels such as social media.

The problems I studied were, however, not exclusively rooted in software development practice. Early in my PhD research, I noticed potential ethical issues of common practices in the software engineering research community [S5] as well as a lack of knowledge when it comes to central aspects of empirical research in general [P1]. Therefore, I am part of ACM SIGSOFT’s Empirical Standards initiative that maintains a continuously evolving collection of guidelines for the various empirical methods being utilized in software engineering research.¹

I consider myself a methods pluralist. To complement qualitative results derived from interviews [C1], observational studies [C2], or open-ended survey questions [C1, C6], I apply data-mining techniques to open source software projects [J1, W3] or other data sets [C5, J2, S8], including data shared by companies under non-disclosure agreements [C7]. I further maintain the open dataset SOTorrent that other researchers are utilizing to study the origin, evolution, and usage of Stack Overflow content. This dataset was selected as the official mining challenge of MSR 2019. I am also interested in information visualization and visual analytics [S1, C3], exploring how interactive visualizations can support humans in analyzing data. I regularly develop custom visualization that we have been using in different research projects to explore data or to derive patterns [S8]. I follow open science and open data practices, meaning that I try to publish data, software, analysis scripts, and paper preprints whenever possible.

My vast methodological experience allowed me to react quickly when more and more developers were forced to work from home due to the COVID-19 pandemic. Together with a colleague from Canada, I initiated one of the first global studies on the impact of forced remote work on the productivity and wellbeing of software developers, including an assessment of potential support strategies that organizations can employ [J5].

¹https://github.com/acmsigsoft/EmpiricalStandards
Outlook

Against the above-mentioned background – and my previous work that has been published in highly ranked venues including FSE, ICSE, TSE, and EMSE – I see three potential avenues for my future research.

The first avenue is centered around the Google Faculty Research Award that was awarded to myself and two colleagues from the University of Adelaide. In the corresponding project, we are exploring automated techniques for making software documentation more consistent and inclusive. While we currently focus on improving the natural language used in documentation resources, the more general question is how software documentation ecosystems can be made more accessible, not only for newcomers but also for experienced developers seeking information during their daily work. A first step into that direction was our work on the information diffusion between Stack Overflow and other documentation resources via hyperlinks [12], which intends to inform first tool prototypes.

A second avenue is based on the idea of developing an holistic view on software engineering across the lifespan. While there is research on teaching programming to children as well as research on specific challenges of older software developers [14], there is no holistic framework yet that integrates existing results from various disciplines such as software engineering, learning sciences, and in particular cognitive and developmental psychology. The goal would be to structure the current body of knowledge along the typical human lifespan – from learning programming as a child to keeping older developers in the workforce. Having such a framework would allow us to identify knowledge gaps, helping us to steer future research, and inform stakeholder in education as well as professional software developers throughout their careers, where role transitions and continuous learning are prevalent in the fast-moving software industry [C6, J4].

A third avenue is the emerging research field of how the current global pandemic shapes software development processes and tools of tomorrow. While we contributed initial results based on data from an early phase of the pandemic, the next milestone is transitioning from the current setting dominated by remote work to the “new normal” setting with hybrid and remote work modes, posing additional challenges. The agile manifesto states that “the most efficient and effective method of conveying information to and with a development team is face-to-face conversation”, 2 a statement which shows how deeply rooted the agile work culture is in on-site work. I intend to utilize my own experience working in a large-scale agile project that moved from on-site to a remote work, exploring effective ways to preserve the core values of agile software development in the remote and hybrid settings that will accompany us in the years to come.

Beside the above-mentioned avenues, I am constantly monitoring online software development communities and I regularly talk to my industry contacts to learn about specific challenges faced by software engineers in practice. I then use those insights to steer my short- and long-term research directions. Such feedback channels are particularly important, because in the last decade, too many trends in the software industry were studied with a significant delay by software engineering researchers, leading to missed opportunities in providing empirically founded guidelines for practitioners early on.

---

2 https://agilemanifesto.org/principles.html
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